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[bookmark: _Toc39053565]5.1	Classes and Objects
[bookmark: _Toc39053566]5.1.0	General
This clause introduces the concepts of class types and their values, called objects as well as the operations allowed to be applied to these objects.
[bookmark: _Toc39053567]5.1.1	Classes
[bookmark: _Toc39053568]5.1.1.0	General
Syntactical Structure
[public | private] 
type [external] class [@final |@abstract] 
Identifier [extends ClassType] 
[runsOnSpec] [systemSpec] [mtcSpec]
"{" {ClassMember} "}" 
[finally StatementBlock]

Semantic Description
A class is a type where the values are called objects. A class can declare fields (variables, constants, templates, timers, classes) and methods as its members. Each member name inside the class shall be unique, there is no overloading. The private and protected fields and methods are only accessible by the methods of the class, while the public members of the class can be accessed also from behaviour not defined in the class. The private members of the class can be accessed directly only by members of the class itself. All members which are neither private nor public are protected and can also be accessed by members of subclasses.
All fields may be declared without initializer, even const and template fields.
A class can extend another class. The extended class is called the superclass, while the extending class is called the subclass. The resulting type of a class definition is the set of object instances of the class itself and all instances of its direct or indirect subclasses. A subclass is a subtype of its direct and indirect superclasses and its object instances are type compatible with them. If a class does not explicitly extend another class type, it implicitly extends the root class type object. Thus, all classes are directly or indirectly extensions of the object class.
[bookmark: _GoBack]A class can have optional runs on, mtc and system clauses. This restricts the type of component context that can create objects of that class and all methods of this class. If a class does not have one of these clauses, it inherits it from its superclass, if the superclass has one. If the superclass has or inherits a runs on, mtc or system clause, the subclass may declare each of these clauses with a more specific component type than the one inherited. The function members of classes shall not have runs on, system or mtc classes but inherit them from their surrounding class or its superclasses.
Classes can be used as field or element types of structured types. If a structured type contains a field of a class type, this type is not seen as a data type and its values cannot be used for sending and receiving or as an argument to any expression other than the equality/inequality operator.
Restrictions
Templates are not allowed for class types and structured types containing fields or elements of class type.
Passing of object references and structured types containing fields or elements of class type to the create operation of a component type or a function started on another component is not allowed.
No subtyping definition is allowed for class types and structured types containing fields or elements of class type via the normal subtype definition.
No local/global constants or module parameters of class type or structured types containing fields or elements of class type containing class type fields or elements are allowed.
Class type cannot be the contained value of an anytype value.
The functions of a class shall not have a runs on, mtc or system clause.
The runs on type of a class shall be runs on compatible with the runs on type of the behaviour creating a class.
The runs on type of a class shall be runs on compatible with the runs on type of the superclass.
The mtc and system type of a class shall be mtc and system compatible with the mtc and system types of the superclass, respectively.

[bookmark: _Toc39053581]5.1.2	Objects
[bookmark: _Toc39053582]5.1.2.0	General
Objects are the instances of classes. Each instance comprises an instance of the data of the fields of the class (including all superclasses) and allows invocation of its public methods by other behaviour and protected or private methods by behaviour defined by the object's class itself.
[bookmark: _Toc39053583]5.1.2.1	Ownership
Each object is owned by the component on which it was created. The owning component of an object can be referenced via the self component reference. Methods of objects can only be invoked by behaviour that also runs on the owning component. An object is created on a component if its constructor was invoked by a behaviour running on that component.
[bookmark: _Toc39053584]5.1.2.2	Object References
Objects are always passed by reference (even though their formal parameters can still be in, inout or out, dependent on the usage of that parameter). A variable of a class type contains only a reference to the object instance and the object is not copied when used as an actual parameter or assigned to a variable, but only the reference to the object. Therefore, multiple variables can contain a reference to the same object simultaneously.
Restrictions
1. Object References shall not be passed as actual parameter or part of an actual parameter to either the create operation of a component type or a function started on a component. If a structured type contains a field of a class type, this type is not seen as a data type and its values cannot be used for sending and receiving or as an argument to any expression other than the equality/inequality operator.
NOTE:	Since objects cannot be shared by different component contexts and for each component at most one behaviour is running, no parallel conflicting access to any of the objects fields or methods is possible.
EXAMPLE:
type class MyClass() { 
	var integer a := 0;
	function increment () {
		a := a + 1;
	}
	function getter() return integer {
		return a;
	}
}

type record of MyClass ROC;

…
var MyClass v_a := MyClass.create();
var ROC my_roc := {v_a};
var ROC my_roc2 := my_roc;	//create a copy
v_a.increment();
my_roc[0].increment();
my_roc2[0].increment();
var integer v_temp1 := my_roc[0].getter(); // returns 3
var integer v_temp2 := my_roc2[0].getter(); // returns 3
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