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# 7 TRI extensions for the package

#### 5.6.3.3 triRnd → xtriRnd

|  |  |
| --- | --- |
| **Signature** | FloatValue xtriRnd(in TriComponentIdType componentId, in FloatValue seed) |
| **In Parameters** | componentId identifier of the component for which to generate the random number |
|  | seed the seed to be used for generation of the random number or null |
| **Out Parameters** | n.a. |
| **Return Value** | The generated float random number |
| **Constraints** | This operation is called by the PA to generate a random number in the context of an external function. |
| **Effect** | A random number is generated in the scope of the component identified by the given component ID using the given seed (if any) according to the specification of the predefined rnd function defined in ES 201 873‑1 [2]. |

## 7.7 Changes to 6 Java language mapping

#### 6.5.3.2 TriPlatformTE

The triPlatformTE interface is mapped to the following Java interface:

// TriPlatform

// PA ‑> TE

package org.etsi.ttcn.tri;

public interface XTriPlatformTE {

// Ref: TRI‑Definition 5.6.2.5

public void triTimeout(TriTimerId timerId);

// Error handling

// Ref: TRI‑Definition 5.2.2

public void triPAErrorReq (String message);

// Ref: TRI-Definition 5.6.3.2

public TriCompnentId triSelf();

// Ref: TRI-Definition 5.6.3.3

public FloatValue xtriRnd(TriComponentId componentId, FloatValue seed);

}

## 7.8 Changes to 7 C language mapping

### 7.2.4 TRI operation mapping

TriStatus xtriMapParam

(const TriPortId\* compPortId,

const TriPortId\* tsiPortId,

const TciParameterList\* parameterList)

TriStatus xtriUnmapParam

(const TriPortId\* compPortId,

const TriPortId\* tsiPortId,

const TciParameterList\* parameterList)

TriStatus xtriSend

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const Value\* sutAddress,

const Value\* sendMessage)

TriStatus xtriSendBC

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const Value\* sendMessage)

TriStatus xtriSendMC

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const ValueList\* sutAddresses,

const Value\* sendMessage)

void xtriEnqueueMsg

(const TriPortId\* tsiPortId,

const Object\* sutAddress,

const TriComponentId\* componentId,

const Object\* receivedMessage)

TriStatus xtriCall

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const Value\* sutAddress,

const TriSignatureId\* signatureId,

const TciParameterList\* parameterList)

TriStatus xtriCallBC

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const TriSignatureId\* signatureId,

const TciParameterList\* parameterList)

TriStatus xtriCallMC

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const ValueList\* sutAddresses,

const TriSignatureId\* signatureId,

const TciParameterList\* parameterList)

TriStatus xtriReply

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const Value\* sutAddress,

const TriSignatureId\* signatureId,

const TciParameterList\* parameterList,

const Value\* returnValue)

TriStatus xtriReplyBC

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const TriSignatureId\* signatureId,

const TciParameterList\* parameterList,

const Value\* returnValue)

TriStatus xtriReplyMC

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const ValueList\* sutAddresses,

const TriSignatureId\* signatureId,

const TciParameterList\* parameterList,

const Value\* returnValue)

TriStatus xtriRaise

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const Value\* sutAddress,

const TriSignatureId\* signatureId,

const Value\* exception)

TriStatus xtriRaiseBC

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const TriSignatureId\* signatureId,

const Value\* exception)

TriStatus xtriRaiseMC

(const TriComponentId\* componentId,

const TriPortId\* tsiPortId,

const ValueList\* sutAddresses,

const TriSignatureId\* signatureId,

const Value\* exception)

void xtriEnqueueCall

(const TriPortId\* tsiPortId,

const Object\* sutAddress,

const TriComponentId\* componentId,

const TriSignatureId\* signatureId,

const TciParameterList\* parameterList)

void xtriEnqueueReply

(const TriPortId\* tsiPortId,

const Object\* sutAddress,

const TriComponentId\* componentId,

const TriSignatureId\* signatureId,

const TciParameterList\* parameterList,

const Value\* returnValue)

void xtriEnqueueException

(const TriPortId\* tsiPortId,

const Object\* sutAddress,

const TriComponentId\* componentId,

const TriSignatureId\* signatureId,

const Object\* exception)

TriStatus xtriExternalFunction

(const TriFunctionId\* functionId,

TciParameterList\* parameterList,

Value\* returnValue)

Value xtriConvert

(Object\* value,

Type\* decodingHypothesis)

TFloat xtriRnd(TriComponentId \*componentId, TFloat\* seed)

## 7.9 Changes to 8 C++ language mapping

### 8.6.4 TriPlatformTE

This interface consists of operations that are necessary to implement the communication of the platform, in which the testcase is running, with the TTCN-3 ETS. It is mapped to the following pure virtual class:

class TriPlatformTe {

public:

//Destructor.

virtual ~TriPlatformTE ();

//Notify the timeout of the timer.

virtual void triTimeout (const TriTimerId \*timerId)=0;

//Called by PA in unrecoverable error situations.

virtual void triPAError (const Tstring &message)=0;

//Called by PA inside external function

virtual TriComponentId \*triSelf ()=0;

//Generate random number.

virtual FloatValue\* xtriRnd (const TriComponentId \*componentId, const FloatValue \*seed)=0;

}

## 7.10 Changes to 9 C# language mapping

#### 9.5.2.4 ITriPlatformTE

The **ITriPlatformTE** interface is defined as follows:

public interface ITriPlatformTE {  
 // Ref: TRI-Definition clause 5.6.2.5  
 void TriTimeout(ITriTimerId timerId);  
 // Ref: TRI Definition clause 5.2.2

void TriPAErrorReq(string message);

// Ref: TRI Definition clause 5.6.3.2

ITriComponentId TriSelf();

// Ref: TRI Definition clause 5.6.3.3

FloatValue XTriRnd(ITriComponentId componentId, FloatValue seed);

}